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ABSTRACT

Internet of things (IoT) is an important part of a new generation of technology that every object no matter things or human could be connected to Internet. There are many wireless protocols such as IEEE 802.11 Series, 802.15 Series and Zigbee for communication between devices. However, considering a lot of small devices are unable to communicate efficiently with constrained resources, Internet Engineering Task Force (IETF) has developed a lightweight protocol: Constrained Application Protocol (CoAP). In CoAP, the notion of "notifications" is introduced. A client can request a server that it wants to get notified when the value changes. The server then makes a note of the client request (if it supports observation). From there on, when a value changes at server side, it notifies all registered clients.


1. INTRODUCTION

Internet of Things (IoT) is represented as a global network which intelligently connects all the objects no matter devices, systems or human, it is with self-configuring capabilities based on standard and interoperable protocols and formats [1-9]. Through smart sensing, identification technology and persuasive computing, IoT has been called the Third Wave in information industry following the computer and the Internet. There are hundreds of protocols supported by IoT. Of the many protocols, wireless protocols play an important role in IoT development. One latest protocol for application layer, i.e., CoAP, is nowadays famous among the research communities.

Constrained Application Protocol (CoAP) is a software protocol intended to be used in very simple electronics devices that allows them to communicate interactively over the Internet. It is particularly targeted for small low power sensors, switches, valves and similar components that need to be controlled or supervised remotely, through standard Internet networks. CoAP is an application layer protocol that is intended for use in resource-constrained internet devices, such as WSN nodes. CoAP is designed to easily translate to HTTP for simplified integration with the web, while also meeting specialized requirements such as multicast support, very low overhead, and simplicity. Multicast, low overhead, and simplicity are extremely important for Internet of Things (IoT) and Machine-to-Machine (M2M) devices, which tend to be deeply embedded [10-14] and have much less memory and power supply than traditional internet devices have. Therefore, efficiency is very important. CoAP can run on most devices that support UDP or a UDP analogue [15-23]. The rest of paper is organized as follows. In Section 2, the format of CoAP is provided. In Section 3, the request-response interaction model is given followed by conclusion in section 4.

2. COAP MESSAGE FORMAT

Knowing the internal details of the CoAP message format is best left for implementers of the CoAP protocol stack, however, you must have some understanding of the structure to truly appreciate the protocol. It will also help you make the right decisions. The CoAP message consists of a series of bytes, a four byte header that is mandatory, followed by a set of bytes that are optional. Therefore, the smallest size of a CoAP message is just 4 bytes. Figure 1 provides an overview of the CoAP message byte structure
The CoAP message is transmitted to the remote recipient over UDP. The byte ordering is in network byte order. The first 4 bytes that are mandatory contain the following pieces of information:

2.1 Byte 0
   a. 2-bit version: The first two bits indicate the CoAP version number. As of now, only version 1 is supported.
   b. 2-bit type code: The next two bits indicate the message type. This can take one of 4 values – CON, NON, ACK, RST
   c. 4-bit token length: The next 4 bits indicate the length of the token value in bytes. Token is used to correlate messages. The length of token can be between 0-8 bytes. Other values are reserved

2.2 Byte 1
This contains the message code. The message code values can be GET, PUT, POST, NOT FOUND etc.

2.3 Byte 2, 3
The next two bytes together make up a 16-bit number. This is where the message ID is carried. This is an unsigned number.

After the first 4 bytes, based on the context, the message may contain additional bytes. It is recommended that we send a token with every message (especially in cases where correlation is required). Therefore, if the 0th byte indicates a token length value that is between 1-8, then 5th byte onwards, we will have a token. For example, if last 4 bits of byte 0 in the 4-byte header have a value 5, then it indicates that this message contains a token whose value is 5-bytes long. Thus, byte number 4,5,6,7,8 that follow the 4-byte header (byte-0 to byte-3) will contain the token. Following the token, there could be multiple options. Think of options as pieces of data that provide additional information about the message. If you compare with HTTP world, options are like request headers, however, there is one big difference. Unlike HTTP world, where you can add any arbitrary HTTP header, in CoAP, you are limited to what is defined. For new headers, you need to go through the process of submitting your recommendation for a review to IETF groups. Examples of options defined by CoAP are “Max-Age”, “Content-Format” and “ETag”.

Once the options are complete, there is a separator marked by the presence of the value 0xFF. If this value is present, there must be at least 1-byte of payload data. The value 0xFF is followed by one or more bytes of payload data. This is where you can put any data that you want to transfer (like in previous examples, we put measured temperature value). The last point to note is that CoAP does not define an “End of Message” identifier. So, it’s pretty much left to the lower level implementations [24-30] to take care of when the message ends.

3. REQUEST-RESPONSE INTERACTION MODEL

The CoAP specification at the time of this writing was draft-18. In this draft, there is still some work to be done around clear set of rules that govern what is the response message type for a given request. While the CoAP specification will continued to get refined over a period of time, we have come up with simple guidelines as tabulated below in Table 1 to enable researchers decide what response to send back for a given request type [31-34].
<table>
<thead>
<tr>
<th>Client Sends</th>
<th>Message SuccessfullyParsed and Understood By Server?</th>
<th>Server Has all Information to Process the Request and can Successfully Process?</th>
<th>Server Sends Message Type</th>
<th>Server Sends Message Code</th>
<th>Remarks</th>
</tr>
</thead>
<tbody>
<tr>
<td>CON</td>
<td>YES</td>
<td>YES</td>
<td>ACK</td>
<td>One of success response codes (e.g. CONTENT)</td>
<td>Happy day scenario</td>
</tr>
<tr>
<td>CON</td>
<td>YES</td>
<td>NO</td>
<td>ACK</td>
<td>One of failed response codes (e.g. e.g. URL path in request is wrong and Unknown option number)</td>
<td></td>
</tr>
<tr>
<td>CON</td>
<td>NO</td>
<td>NO</td>
<td>RST</td>
<td>One of failed response codes (e.g. BAD OPTION)</td>
<td></td>
</tr>
<tr>
<td>NON</td>
<td>YES</td>
<td>YES</td>
<td>-</td>
<td>-</td>
<td>No response sent back</td>
</tr>
<tr>
<td>NON</td>
<td>YES</td>
<td>YES</td>
<td>NON</td>
<td>One of success response codes (e.g. CONTENT)</td>
<td>Response sent back as NON message</td>
</tr>
<tr>
<td>NON</td>
<td>YES</td>
<td>NO</td>
<td>RST</td>
<td>One of failed response codes (e.g. NOT FOUND)</td>
<td>URL path in request is wrong and 4.04 not found is sent in RST</td>
</tr>
<tr>
<td>NON</td>
<td>NO</td>
<td>NO</td>
<td>RST</td>
<td>One of failed response codes (e.g. BAD)</td>
<td>e.g. Unknown option number</td>
</tr>
<tr>
<td>NON</td>
<td>YES</td>
<td>YES</td>
<td>CON</td>
<td>One of request codes (e.g. PUT)</td>
<td>e.g. Previous NON request was for a data that requires confirmation from the sender on whether it reached the client or not</td>
</tr>
</tbody>
</table>

**Table - 1:** Guidelines for Request and Response Messages
4. CONCLUSIONS

Internet of things (IoT) consists of resource-constrained sensor nodes at the core of each device. IoT is gaining momentum with inclusion of peculiar physical devices for the first time in the history. It was never imagined that a smart refrigerator would have shopped automatically by placing order at a supermarket. The presence of resource-constrained sensor nodes require extremely lightweight interaction model for observing resources. Constrained Application protocol (CoAP) provides a similar interaction model to HTTP, however, the resources are observed in a very lightweight manner. This study present an overview of the resource observation in the context of IoT using CoAP protocol. We presented a guideline for matching requests with a corresponding matching response using four different message types.
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